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# Introduction

## What is Naked Functions

A framework for creating enterprise scale applications built on top of relational database and running on the .NET platform.

Where your domain code follows a pure functional model (i.e. side effect free functions and immutable types) with the benefits that confers [list]

This is possible because it is not necessary to write any I/O code at all.

* Persistence to the database is handled by Microsoft’s EF Core, following the ‘code first’ pattern.
* The NF server generates a complete and truly RESTful API providing full access to all the data types and all the public functions – or, if Authentication and Authorization services are added, offering access only to those types, instances, and functions that the user is authorized to see/use.
* Similarly, an OOUI (meaning…) is generated automatically from your domain model.

Relationship to Naked Objects.

## Starting from the Naked Functions Template solution

Explain what it is and then how to run it and use it

Explore it.

### Server solution

#### Domain model program(s)

Explain default elements incl. the Model Config and the DbContext

#### Server solution

Sets up the system using standard Microsoft patterns

Specifies where to find what is needed from the domain model programs.

Link to system service configuration section

### Client solution

The only things you *need* to do.

Things you *may* do, but with the *caveats* that you shouldn’t unless you need to. And you can keep the two teams very separate.

You would then, however, need to have skills in using Angular. For this reason separate manual for configuring and customising the Naked Objects Client.

## Writing your own applications

Define domain types

Define domain functions

Add persistent domain types to DbContext, and specify mapping if required

Register domain types with Naked Functions, manually or reflectively

Register all domain functions with NakedFunctions, manually or reflectively

Register types that define main menu functions, Register all domain functions with NakedFunctions, manually or reflectively

# Defining domain types

Types should be immutable. Can be immutable classes, but, for C#9 recommendation is to use records, because it permits the use of ‘with’. Later versions of C# are likely to eliminate remaining distinctions.

## Properties

Can be of any domain type, or fixed list of value types

use get; init;

All properties must be virtual (on persistent objects

### Attributes for use on properties

DescribedAs

Hidden

Mask

MemberOrder

MultiLine

Named

Versioned (ref also the

## Collections

### Attributes for use on collections

TableView

RenderEagerly

## Overriding default methods common to all .NET types

### Overide the ToString method to define a title for an instance

Building titles using string interpolation

### [Temp] override the GetHashCode and Equals methods

## Class level attributes

Bounded

DescribedAs TODO: review

Named

Plural

# Defining domain functions

### Attributes for use on functions

CreateNew

DescribedAs

Disabled

DisplayAsProperty

Edit

MemberOrder

Named

### Attributes for use on parameters

DefaultValue

DescribedAs

Disabled

Mask

MaxLength

MinLength

MultiLine

Named

# System services & configuration

General introduction to configuring the

## Authentication

## Authorization

## Auditing

## Profiling

## I18N

# Appendices

## Attributes – summary

Table, derived from existing spreadsheet.